**Data Cleaning Steps with Python and Pandas**

This example explains the **basic steps for data cleaning by example**:

* Basic exploratory data analysis
* Detect and remove missing data
* Drop unnecessary columns and rows
* Detect outliers
* Inconsistent data
* Irrelevant features

## What is Data Cleaning? What is dirty Data?

First let's see what is dirty data:

dirty data is inaccurate, incomplete or inconsistent data

The common features of dirty data are:

* spelling or punctuation errors
* incorrect data associated with a field
* incomplete data
* outdated data
* duplicated records

The process of fixing all issues above is known as **data cleaning or data cleansing**.

Usually **data cleaning process has several steps**:

* normalization (optional)
* detect bad records
* correct problematic values
* remove irrelevant or inaccurate data
* generate report (optional)

At the end of the process data should be:

* complete
* up to date
* accurate
* correct
* consistent
* relevant
* normalized

For tidy data

* each observation is saved in its own row
* each variable is saved in its own column

we will use data from Kaggle - [A Short History of the Data-science](https://www.kaggle.com/code/softhints/a-short-history-of-the-data-science/data?ref=datascientyst.com).

 find a notebook related to [2019 Kaggle Machine Learning & Data Science Survey](https://www.kaggle.com/c/kaggle-survey-2019?ref=datascientyst.com).

To read the data you need to use the following code:

import kaggle

link = 'eswarankrishnasamy/2019-kaggle-machine-learning-data-science-survey'

kaggle.api.authenticate()

kaggle.api.dataset\_download\_file(link, file\_name='multiple\_choice\_responses.csv', path='data/')

The downloaded data can be ready by:

import pandas as pd

pd.read\_csv('data/multiple\_choice\_responses.csv.zip', low\_memory=False)

Copy

Data looks like:

| **TIME FROM START TO FINISH (SECONDS)** | **Q1** | **Q2** | **Q2\_OTHER\_TEXT** | **Q3** |
| --- | --- | --- | --- | --- |
| Duration (in seconds) | What is your age (# years)? | What is your gender? - Selected Choice | What is your gender? - Prefer to self-describe - Text | In which country do you currently reside? |
| 510 | 22-24 | Male | -1 | France |
| 423 | 40-44 | Male | -1 | India |
| 83 | 55-59 | Female | -1 | Germany |
| 391 | 40-44 | Male | -1 | Australia |

## Step 1: Exploratory data analysis in Python and Pandas

To start we can do **basic exploratory data analysis in Pandas.** This will show us more about data:

* data types
* shape and size
* missing values
* sample data

The first method is head() - which returns the first 5 rows of the dataset.

To see the first 5 rows and 5 columns we can do: df.iloc[0:5,0:5]

df.head()

Copy

The result is truncated for the first 5 columns:

|  | **TIME FROM START TO FINISH (SECONDS)** | **Q1** | **Q2** | **Q2\_OTHER\_TEXT** | **Q3** |
| --- | --- | --- | --- | --- | --- |
| **0** | Duration (in seconds) | What is your age (# years)? | What is your gender? - Selected Choice | What is your gender? - Prefer to self-describe - Text | In which country do you currently reside? |
| **1** | 510 | 22-24 | Male | -1 | France |
| **2** | 423 | 40-44 | Male | -1 | India |
| **3** | 83 | 55-59 | Female | -1 | Germany |
| **4** | 391 | 40-44 | Male | -1 | Australia |

Next we can see information about the number of the columns and rows by df.shape:

df.shape

Copy

The result is a tuple showing 19718 rows and 246 columns:

(19718, 246)

Similar information we can get by df.info():

df.info()

Copy

result:

<class 'pandas.core.frame.DataFrame'>

RangeIndex: 19718 entries, 0 to 19717

Columns: 246 entries, Time from Start to Finish (seconds) to Q34\_OTHER\_TEXT

dtypes: object(246)

memory usage: 37.0+ MB

Finally we can get more details information about the data values by method describe(). This method will generate descriptive statistics (summarize the central tendency, dispersion and shape of a dataset’s distribution, excluding NaN values).

df.describe()

Copy

|  | **TIME FROM START TO FINISH (SECONDS)** | **Q1** | **Q2** | **Q2\_OTHER\_TEXT** | **Q3** |
| --- | --- | --- | --- | --- | --- |
| **COUNT** | 19718 | 19718 | 19718 | 19718 | 19718 |
| **UNIQUE** | 4169 | 12 | 5 | 46 | 60 |
| **TOP** | 450 | 25-29 | Male | -1 | India |
| **FREQ** | 42 | 4458 | 16138 | 19668 | 4786 |

## Step 2: First rows as header read\_csv in Pandas

So far we saw that the first row contains data which belongs to the header. We need to change how we read the data with header=[0,1]:

df = pd.read\_csv('data/multiple\_choice\_responses.csv.zip', low\_memory=False, header=[0,1])

Copy

The above will [read the multiline header from the CSV file](https://datascientyst.com/read-excel-csv-multiple-line-headers-using-pandas/).

In order to simplify the reading of the data we can [drop single level from the multi-index by](https://datascientyst.com/pandas-drop-multiindex-level/):

df.droplevel(level=1, axis=1)

Copy

## Step 3: Data tidying in Pandas

Next we can do **data tidying** because tidy data helps Pandas's vectorized  
operations.

For example column 'Q1' looks like - we need to use the multi-index in order to read the column:

df[('Q1', 'What is your age (# years)?')]

Copy

resulted data is:

0 22-24

1 40-44

2 55-59

3 40-44

4 22-24

Can we split that into two columns? It looks like that all values are two numbers separated by '-' hyphen. The best is to confirm that observation by:

df[('Q1', 'What is your age (# years)?')].value\_counts()

Copy

The last rows shows us one record - 70+ which needs special attention

45-49 949

50-54 692

55-59 422

60-69 338

70+ 100

dtype: int64

If we perform split operation on rows containing 70+ will result into:

df['Q1'].str.split('-', expand=True)

Copy

output

0 70+

1 None

Name: 182, dtype: object

## Step 4: Correcting and replacing data in Pandas

Next we can see how to correct the data above. We can do **data correction** of cases 70+ in two ways:

* replace value of 70+ with something else
* split the column and fill the NaN values

### 4.1. Replace values in column - Pandas

To replace the values in the column we can use method .str.replace('70+', '70-120', regex=False) as follows:

df['Q1'].str.replace('70+', '70-120', regex=False)

Copy

### 4.2. Fill NaN with string or 0 - Pandas

The other option is to fill the missing values after the split by:

df['max\_age'].fillna(120)

Copy

we suppose that after the split we created new column 'max\_age'

## Step 5: Detect NaN values in column Pandas

Now let's see how we can detect NaN values. This will help us **drop columns with NaN values**.

### 5.1 Columns which contains only NaN values

To find columns which has only NaN values we can use two methods:

* isna()
* all()

s = df.isna().all()

Copy

This will give a new Series with column name and True or False - depending on the NaN values. If a column has only NaN values we will get True.

To find columns which contain NaN values we can use:

s[s == True]

Copy

the result is:

Series([], dtype: bool)

There's no column which contains only NaN values

### 5.2 Detect columns with NaN values

To **detect columns which has NaN values** we can use:

df.isna().any()

Copy

This will result into:

Time from Start to Finish (seconds) False

Q1 False

Q2 False

Q2\_OTHER\_TEXT False

Q3 False

...

Q34\_Part\_9 True

Q34\_Part\_10 True

Q34\_Part\_11 True

Q34\_Part\_12 True

Q34\_OTHER\_TEXT False

Length: 246, dtype: bool

So columns like 'Q34\_Part\_9' have NaN values. Columns like 'Q1' don't have NaN values.

## Step 6: Drop columns in Pandas

Let's say that we would like to **drop columns based on name or NaN values**. We can do that in several ways:

### 6.1 Drop one column by name

Parameters needed to drop columns are axis=1 and inplace=True - which means that operation will affect DataFrame.

df.drop('Q1', axis=1, inplace=True)

Copy

### 6.2 Drop multiple columns by name

We can list several column which to be removed by:

df.drop(['Q1', 'Q2'], axis=1, inplace=True)

Copy

### 6.3 Drop columns with NaN values

Finally we can **drop columns which has NaN values**:

df.dropna(axis=1, how='any')

Copy

We can use parameters like:

* how - 'all' or 'any'
* subset - list of columns
* tresh - the number of NaN values required to remove the column
* inplace

## Step 7: Detect and drop duplicate rows in Pandas

To **detect duplicate values in the DataFrame** we can use the method duplicated(). To detect duplicate rows in Pandas DataFrame we can use:

df[df.duplicated()]

Copy

This results in 4 duplicated rows:

4 rows × 246 columns

We can use parameter: keep

* first - only the first rows
* last - the last row only
* False - show all rows

For example get indexes of all detected duplications:

df[df.duplicated(keep=False)].index

Copy

Int64Index([11228, 12344, 16413, 16547, 16653, 18705, 19258, 19705], dtype='int64')

Since we have 246 columns (answers) it's pretty suspicious that there are full duplications.

We can use method df.drop\_duplicates(subset=['Q1']) in order to drop duplicated rows in Pandas:

df.drop\_duplicates(subset=['Q1', 'Q2'])

Copy

## Step 8: Detect outliers in Pandas

We can **detect outliers in Pandas** in many ways. Here we will cover basic detection of numeric data:

* check stats for the column - min, max and percentiles
* visually by plotting values

Suppose we work with column: 'Time from Start to Finish (seconds)'

We can see the min, max and the percentiles by:

df['Time from Start to Finish (seconds)'].describe()

Copy

The result is:

count 19717.000000

mean 14341.281027

std 74166.106601

min 23.000000

25% 340.000000

50% 540.000000

75% 930.000000

max 843612.000000

Name: (Time from Start to Finish (seconds), Duration (in seconds)), dtype: float64

So we have time for the survey from 23 up to 843612 seconds. Probably we can exclude some of them.

Another way to detect outliers is visually by plotting data like:

![data-cleaning-steps-python-detect_outliers](data:image/png;base64,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)

From the image above we can decide what is the threshold which makes sense for us.

## Step 9: Detect errors, typos and misspelling in Pandas

Finally let's check how we can **detect typos and misspelled words in Pandas DataFrame**. This will show how we can work with inconsistent or incomplete data.

For this purpose we are going to read file - 'other\_text\_responses.csv' which will be df\_other. The reason is that it contains free text input.

Let's read the third column of this DataFrame by:

df\_other[df\_other.columns[3]].value\_counts().head(10)

Copy

The result is:

Excel 865

Microsoft Excel 392

excel 263

MS Excel 67

Google Sheets 61

Google sheets 44

Microsoft excel 38

Excel 33

microsoft excel 27

EXCEL 25

We can see different variations of the same tool - Excel.

In order to detect similar values we will use Python library difflib:

import difflib

difflib.get\_close\_matches('excl', ['Excel', 'Microsoft Excel ', 'MS Excel', 'excel'], n=1, cutoff=0.7)

Copy

The result of this will be:

['excel']

So we can use Python in order to detect and fix misspelled words.

Code like the one below can help us create new column with corrected values:

import difflib

correct\_values = {}

words = df\_other["Q14\_Part\_3\_TEXT"].value\_counts(ascending=True).index

for keyword in words:

similar = difflib.get\_close\_matches(keyword, words, n=20, cutoff=0.6)

for x in similar:

correct\_values[x] = keyword

df\_other["corr"] = df\_other["Q14\_Part\_3\_TEXT"].map(correct\_values)